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Abstract. clintest is a test framework making it easy to write efficient
unit tests for clingo programs. While equipping the user with numerous
off-the-shelf tests for standard use cases, clintest is also easily extensible
to support non-standard ones. In order to guarantee an efficient test
execution, clintest monitors the test’s outcome while steering the solving
process.
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1 Introduction

With the advent of Answer Set Programming (ASP; [6]) in industrial appli-
cations [3], the need to adapt classic software engineering methods to ASP is
steadily increasing. Among these methods is unit testing, an easy but powerful
approach to catch bugs in software systems. A unit test is a test conducted on
a minimal unit of source code to ensure its correct implementation. It provides
a carefully chosen input to the unit, executes it, and ensures that its output
satisfies a set of assertions [2]. In ASP, the unit is an answer set program, the
input is a set of facts, the output is the set of answer sets, and – of course – the
unit is not executed but solved. Even though unit testing for ASP was previously
discussed [5, 1, 7], there seems be no framework that make it easy to write tests
for standard use cases, is extensible to support non-standard ones, and guarantees
an efficient test execution. In this work, we present clintest , a test framework for
answer set programs written in the dialect of clingo [4] that aims to be just that.

2 Design principles of clintest

In order to make it easy to write tests for standard use cases, clintest provides
numerous off-the-shelf components that can be plugged together in various ways.
E.g., in order to ensure that all models of a program contain the atom a, one needs
to assemble the test t1 = Assert(All(), Contains("a")). If, in addition to
that, b should be in any model, one could to write t2 = And(t1, Assert(Any(),

Contains("b"))). Even though compositions of standard components like that
may support rather complex use cases, they will never support everything. To
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mitigate that, every component in clintest implements an abstract class that can
be implemented by the user as well. Assert and And are Tests. All and Any are
Quantifiers. Contains is an Assertion. There is a class Solver that allows to
customize the solver used for a test. If a necessary component is not there, the
user may just implement it and it will work along the others just fine.

To ensure an efficient test execution, clintest makes sure the solving process
is terminated once the outcome of a test is certain. This is implemented as
follows. Before searching for the next model, a Solver must query the Test for
the current outcome using the outcome-method. If the outcome is not certain,
the Solver must either notify the Test that the search was exhaustive using
on finish or provide the next model using on model. If the outcome is certain,
the solver must abort the search.

Efficiency considerations are also built into tests like And. And will not provide
further models to underlying tests once their outcome is certain. This is possible
because a certain outcome must (obviously) not change. Beyond that, the outcome
of And will become certainly false once the outcome of a single underlying becomes
certainly false. This is possible because x ∧ ⊥ = ⊥.

3 More features and future work

It goes without saying that the off-the-shelf components presented in the pre-
vious section are not exhaustive. There are more, even though the addition of
components is still ongoing. Among the most requested features is support for
optimization, e.g., it should be possible to write a test like Implies(Optimal(),
Contains("a")). Beside the ability to review stable models, clintest is capable to
assess the brace and cautious consequences. However, all artifacts must currently
be emitted by clingo. In the future, we would like to add an abstract class Model
that allows to reason about all kinds of sets of facts. Beyond adding features that
are directly necessary to assemble and run certain unit tests, we try to make
clintest as user-friendly as possible. It is already the case that each Test must
have a method providing human-readable string representation of their current
state.

clintest is freely available at https://github.com/potassco/clintest. The
current version is 0.1.0.
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